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Abstract

Creative and problem-solving competencies are part of the so-called twenty-first
century skills. The creative use of digital technologies to solve problems is also
related to computational thinking as a set of cognitive and metacognitive strategies
in which the learner is engaged in an active design and creation process and
mobilized computational concepts and methods. At different educational levels,
computational thinking can be developed and assessed through solving ill-defined
problems. This paper introduces computational thinking in the context of Higher
Education creative programming activities. In this study, we engage undergraduate
students in a creative programming activity using Scratch. Then, we analyze the
computational thinking scores of an automatic analysis tool and the human
assessment of the creative programming projects. Results suggested the need for a
human assessment of creative programming while pointing the limits of an
automated analytical tool, which does not reflect the creative diversity of the Scratch
projects and overrates algorithmic complexity.
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Creativity as a context-related process
Creativity is a key competency within different frameworks for twenty-first century

education (Dede, 2010; Voogt & Roblin, 2012) and is considered a competency-

enabling way to succeed in an increasingly complex world (Rogers, 1954; Wang,

Schneider, & Valacich, 2015). Creativity is a context-related process in which a solution

is individually or collaboratively developed and considered as original, valuable, and

useful by a reference group (McGuinness & O’Hare, 2012). Creativity is also considered

under the principle of parsimony, which occurs when one prefers the development of a

solution using the fewest resources possible. In computer science creative parsimony has

been described as a representation or design that requires fewer resources (Hoffman &

Moncet, 2008). The importance or the usefulness of the ideas or acts that are considered

as creative is highlighted by Franken (2007). These authors consider creativity as “the ten-

dency to generate or recognize ideas, alternatives, or possibilities that may be useful in

solving problems, communicating with others, and entertaining ourselves and others” (p.

348). In this sense, creativity is no longer considered a mysterious breakthrough, but a

process happening in a certain context which can be fostered both by the activity
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orchestration and enhanced creative education activities (Birkinshaw & Mol, 2006).

Teachers should develop their capacities to integrate technologies in a reflective and in-

novative way (Hepp, Fernández, & García, 2015; Maor, 2017), in order to develop the cre-

ative use of technologies (Brennan, Balch, & Chung, 2014; McCormack & d’Inverno,

2014), including the creative use of programming.

From code writing to creative programming
Programming is not only about writing code but also about the capacity to analyze a situ-

ation, identify its key components, model the data and processes, and create or refine a

program through an agile design-thinking approach. Because of its complexity, program-

ming is often performed as a team-based task in professional settings. Moreover, profes-

sionals engaged in programming tasks are often specialized in specific aspects of the

process, such as the analysis, the data modelling or even the quality test. In educational

settings, programming could be used as a knowledge building and modeling tool for en-

gaging participants in creative problem-solving activities. When learners engage in a cre-

ative programming activity, they are able to develop a modelling activity in the sense of

Jonassen and Strobel (2006), who define modelling as “using technology-based environ-

ments to build representational models of the phenomena that are being studied” (p.3).

The interactive nature of the computer programs created by the learners allows them to

test their models, while supporting a prototype-oriented approach (Ke, 2014). Despite its

pedagogical potential, programming activities must be pedagogically integrated in the

classroom. Programming should be considered as a pedagogical strategy, and not only as

a technical tool or as a set of coding techniques to be learnt. While some uses of tech-

nologies engage the learner in a passive or interactive situation where there is little room

for knowledge creation, other uses engage the learner in a creative knowledge-building

process in which the technology aims at enhancing the co-creative learning process

(Romero, Laferrière & Power, 2016). As shown in the figure below, we distinguish five

levels of creative engagement in computer programming education based on the creative

learner engagement in the learning-to-program activity: (1) passive exposure to teacher-

centered explanations, videos or tutorials on programming; (2) procedural step-by-step

programming activities in which there is no creativity potential for the learner; creating

original content through individual programming (3) or team-based programming (4),

and finally, (5) participatory co-creation of knowledge through programming Fig. 1.

Creative programming engages the learner in the process of designing and developing

an original work through coding. In this approach, learners are encouraged to use the pro-

gramming tool as a knowledge co-constructing tool. For example, they can (co-)create the

history of their city at a given historical period or transpose a traditional story in a visual

programming tool like Scratch (http://scratch.mit.edu//). In such activities, learners must

use skills and knowledge in mathematics (measurement, geometry and Cartesian plane to

locate and move their characters, objects and scenery), Science and Technology (universe

of hardware, transformations, etc.), Language Arts (narrative patterns, etc.) and Social Sci-

ences (organization in time and space, companies and territories).

Computational thinking in the context of creative programming
We now expand on cognitive and metacognitive strategies potentially used by

learners when engaged in creating programming activities: procedural and creative
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programming. In puzzle-based coding activities, both the learning path and out-

comes have been predefined to ensure that each of the learners is able to

successfully develop the same activity. These step-by-step learning to code activities

do not solicit the level of thinking and cognitive and metacognitive strategies

required by ill-defined co-creative programming activities. The ill-defined situations

embed a certain level of complexity and uncertainty. In ill-defined co-creative

programming activities, the learner should understand the ill-defined situation,

empathize (Bjögvinsson, Ehn, & Hillgren, 2012), model, structure, develop, and

refine a creative program that responds in an original, useful, and valuable way to

the ill-defined task. These sets of cognitive and metacognitive strategies could be

considered under the umbrella of the computational thinking (CT) concept initially

proposed by Wing (2006) as a fundamental skill that draws on computer science.

She defines it as “an approach to solving problems, designing systems and under-

standing human behavior that draws on concepts fundamental to computing”

(Wing, 2008, p. 3717). Later, she refined the CT concept as “the thought processes

involved in formulating problems and their solutions so that the solutions are rep-

resented in a form that can be effectively carried out by an information-processing

agent” (Cuny, Snyder, & Wing, 2010). Open or semi-open tasks in which the

process and the outcome are not decided can address more dimensions of CT than

closed tasks like step-by-step tutorials (Zhong, Wang, Chen, & Li, 2016).

Ongoing discussion about computational thinking
The boundaries of computational thinking vary among authors. This poses an

important barrier when it comes to operationalizing CT in concrete activities

(Chen et al., 2017). Although some associate it strictly with the understanding of

algorithms, others insist to integrate problem solving, cooperative work, and

attitudes in the concept of CT. The identification of the core components of

computational thinking is also discussed by Chen et al. (2017). Selby and Woollard

(2013) addressed that problem and made a review of literature to propose a defin-

ition based on elements that are widely accepted: abstraction, decomposition,

Fig. 1 Five levels of creative engagement in educational programming activities
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evaluations, generalization, and algorithmic thinking. On the one hand, these au-

thors’ definition deliberately rejected problem solving, logical thinking, systems de-

sign, automation, computer science content, and modelling. These elements were

rejected because they were not widely accepted by the community. On the other

hand, other authors such de Araujo, Andrade, and Guerrero (2016, p.8) stress,

through their literature review on the CT concept and components, that 96% of

selected papers considered problem solving as a CT component. Therefore, we

claim that the previously named components are relevant to the core of computa-

tional thinking and should be recognized as part of it.

Roots of the computational thinking concept
Following Wing (2006, 2008), Duschl, Schweingruber, Shouse, and others (2007) have

described CT as a general analytic approach to problem solving, designing systems, and

understanding human behaviors. Based on a socio-constructivist (Nizet & Laferrière,

2005), constructionist (Kafai & Resnick, 1996) and design thinking approach (Bjögvins-

son et al., 2012), we consider learning as a collaborative design and knowledge creation

process that occurs in a non-linear way. In that, we partially agree with Wing (2008),

who considers the process of abstraction as the core of computational thinking. Ab-

straction is part of computational thinking, but Papert (1980, 1992) pointed out that

programming solicits both concrete and abstract thinking skills and the line between

these skills is not easy to trace. Papert (1980) suggests that an exposure to computer

science concepts may give concrete meaning to what may be considered at first glance

as abstract. He gives the example of using loops in programming, which may lose its

abstract meaning after repeated use. If we expand that example by applying it to a

widely-accepted definition of abstraction from the APA dictionary (i.e. “such a concept,

especially a wholly intangible one, such as “goodness” or “beauty””, VandenBoss, 2006),

we could envision a loop as something tangible in that it may be seen as such in the

environment. The core of CT might be the capacity to transpose abstract meaning into

concrete meaning. This makes CT a way to reify an abstract concept into something

concrete like a computer program or algorithm. In this sense programming is a process

by which, after a phase of analysis and entities identification and structuration, there is

a reification of the abstract model derived from the analysis into a set of concrete in-

structions. CT is a set of cognitive and metacognitive strategies paired with processes

and methods of computer science (analysis, abstraction, modelling). It may be related

to computer science the same way as algorithmic thinking is related to mathematics.

“Algorithmic thinking is a method of thinking and guiding thought processes

that uses step-by-step procedures, requires inputs and produces outputs, requires

decisions about the quality and appropriateness of information coming and

information going out, and monitors the thought processes as a means of

controlling and directing the thinking process. In essence, algorithmic thinking is

simultaneously a method of thinking and a means for thinking about one's

thinking.” (Mingus & Grassl, 1998, p. 34).

Algorithmic thinking has to deal with the same problem as computational think-

ing: its limits are under discussion. To some authors it is limited to mathematics.
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But definitions such as that from Mingus and Grassl (1998) make the concept go

beyond mathematics (Modeste, 2012). Viewing algorithmic thinking as the form of

thinking associated to computer science at large instead of part of mathematics

allows a more adequate understanding of its nature (Modeste, 2012). We can

consider that algorithmic thinking is an important aspect of computational think-

ing. However, when considering computational thinking as a creative prototype-

based approach we should not only consider the design thinking components

(exploration, empathy, definition, ideation, prototyping, and creation) (Brown,

2009) but also the hardware dimension of computational thinking solutions (i.e.

use of robotic components to execute a program). Within a design thinking

perspective, different solutions are created and tested in the attempts to advance

towards a solution. From this perspective we conceptualize CT as a set of cognitive

and metacognitive strategies related to problem finding, problem framing, code lit-

eracy, and creative programming (Brennan & Resnick, 2013). It is a way to develop

new thinking strategies to analyze, identify, and organize relatively complex and ill-

defined tasks (Rourke & Sweller, 2009) and as creative problem solving activity

(Brennan et al., 2014). We now elaborate on how computational thinking can be

assessed in an ill-defined creative programming activity.

Assessment of computational thinking
There is a diversity of approaches for assessing CT. We analyze three approaches in

this section: Computer Science Teachers Association’s (CSTA) curriculum in the USA

(Reed & Nelson, 2016; Seehorn et al., 2011), Barefoot’s computational thinking model

in the UK (Curzon, Dorling, Ng, Selby, & Woollard, 2014), and the analytical tool Dr.

Scratch (Moreno-León & Robles, 2015).

CSTA’s curriculum includes expectation in terms of levels to reach at every school

grade. It comprises five strands: (1) Collaboration, (2) Computational Thinking, (3)

Computing Practice and Programming, (4) Computers and Communication Devices,

and (5) Community, Global, and Ethical Impacts. Thus, CSTA’s model considers com-

putational thinking as part of a wider computer science field. The progression between

levels appears to be based on the transition between low-level programming and

object-oriented programming (i.e. computer programs as step-by-step sequences at

level 1, and parallelism at level 3). CSTA standards for K12 suggest that programming

activities in K12 should “be designed with a focus on active learning, creativity, and

exploration and will often be embedded within other curricular areas such as social sci-

ence, language arts, mathematics, and science”. However, CSTA standards do not give

creativity a particular status in their models; moreover, the evaluation of creativity in

programming activities seems to be ultimately up to the evaluator. From our perspec-

tive, and because of the creative nature of CT, we need to consider creativity in an

explicit way and provide educators with guidelines for assessing it.

The Barefoot CT framework is defined through five components: logic, algorithms,

decomposition, patterns, abstraction, and evaluation. We agree on their relevance in

computational thinking. Barefoot CT framework provides concrete examples of how

each of the components may be observed in children of different ages. However, relying

only on that model may result in assessing abilities instead of competency. These con-

cepts represent a set of abilities more than an entire competency (Hoffmann, 1999).
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Dr. Scratch is a code-analyzer that outputs a score for elements such as abstraction,

logic, and flow control (Moreno-León & Robles, 2015). Scores are computed automat-

ically from any Scratch program. It also provides instant feedback and acts as a tutor-

ial about how one can improve his program, which makes it especially adequate for

self-assessment. Hoover et al. (2016) believe that automated assessment of CT can po-

tentially encourage CT development. However, Dr. Scratch only considers the com-

plexity of programs, not their meaning. This tool is suitable to evaluate the level of

technical mastery of Scratch that a user has, but it cannot be used to evaluate every

component of a CT competency as we defined it (i.e. the program does not give

evidence of thought processes, and does not consider the task demanded). Finally, it

would be hard for an automated process to measure or teach creativity since that

behaviour is an act of intelligence (Chomsky, 2008) which should be analyzed consid-

ering the originality, value, and usefulness for a given problem-situation. In other

terms, there is a need to evaluate the appropriateness of the creative solution accord-

ing to the context and avoid over-complex solutions, which use unnecessary or

inappropriate code for a given situation. In automatic code-analyzers tools, it is

impossible to rate creativity, parsimony and appropriateness of a program considering

that ill-defined problem-situations could lead to different solutions. We therefore

now elaborate on how computational thinking can be assessed while considering that

CT is intertwined with other twenty-first century competencies such as creativity and

problem-solving.

Computational thinking components within the #5c21
We consider CT as a coherent set of cognitive and metacognitive strategies en-

gaged in (complex) systems identification, representation, programming, and evalu-

ation. After identifying and analyzing a problem or a user need, programming is a

creative problem-solving activity. The programming activity aims to design, write,

test, debug, and maintain a set of information and instructions expressed through

code, using a particular programming language, to produce a concrete computer

program which aims to meet the problem or users’ needs. Programming is not a

linear predefined activity, but rather a prototype-oriented approach in which inter-

mediate solutions are considered before releasing a solution which is considered

good enough to solve the situation problem. Within this approach of programming,

which is not only focused on the techniques to code a program, we should con-

sider different components which are related to the creative problem-solving

process. In this sense, we identify six components of the CT competency in the

#5c21 model: two related to code and technologies literacies and four related to

the four phases of Collaborative Problem Solving (CPS) of PISA 2015. Firstly, com-

ponent 1 (COMP1) is related to the ability to identify the components of a situ-

ation and their structure (analysis/representation), which certain authors refer to as

problem identification. Component 2 (COMP2) is the ability to organize and model

the situation efficiently (organize/model). Component 3 (COMP3) is the code literacy.

Component 4 (COMP4) is the (technological) systems literacy (software/hardware). Com-

ponent 5 (COMP5) focuses on the capacity to create a computer program (programming).

Finally, component 6 (COMP6) is the ability to engage in the evaluation and iterative

process of improving a computer program Fig. 2.
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When we relate computational thinking components to the four phases of Collabora-

tive Problem Solving (CPS) of PISA 2015, we can link the analysis/abstraction compo-

nent (COMP1) to collaborative problem solving (CPS-A) Exploring and Understanding

phase. model component (COMP2) is related to (CPS-B) representing/model compo-

nent (COMP2) is related to (CPS-B) representing and formulating. The capacity to plan

and create a computer program (COMP5) is linked to (CPS-C) planning and executing

but also to (CPS-D) monitoring and reflecting (COMP6) Fig 3.

Code literacy (COMP3) and (technological) systems literacy (COMP4) are pro-

gramming and system concepts and processes that will help to better

operationalize the other components. They are also important in CT because

knowing about computer programming concepts and processes can help develop

CT strategies (Brennan & Resnick, 2013) and at the same time, CT strategies can

be enriched by code-independent cognitive and metacognitive strategies of thinking

represented by CPS related components (COMP1, 2, 5 and 6). Like in the egg-hen

paradox, knowing about the concepts and process (COMP3 and 4) could enrich

the problem-solving process (COMP1, 2, 5 and 6) and vice versa. The ability to be

creative when analyzing, organizing/modeling, programming, and evaluating a com-

puter program is a meta-capacity that shows that the participant had to think of

different alternatives and imagine a novel, original and valuable process, concept,

or solution to the situation.

Fig. 2 Six components of the CT competency within the #5c21 framework

Fig. 3 Four components of the CT competency related to CPS of PISA 2015
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Advancing creative programming assessment through the #5c21 model
After revising three models of CT assessment (CSTA, Barefoot, Dr. Scratch), we

describe in this section our proposal to evaluate CT in the context of creative pro-

gramming activities. We named our creative programming assessment the #5c21

model, because of the importance of the five key competencies in twenty-first cen-

tury education: CT, creativity, collaboration, problem solving, and critical thinking.

First, we discuss the opportunity of learning the object-oriented programming

(OOP) paradigm from the early steps of CT learning activities. Second, we examine

the opportunity to develop CT in an interdisciplinary way without creating a new

CT curriculum in one specific discipline such as mathematics. Third, we discuss

the opportunity of developing CT at different levels of education from primary

education to lifelong learning activities.

In certain computer sciences curricula, low-level programming is introduced before

OOP, which is considered as a higher-level of programming. Nevertheless, following

Kölling (1999) if the OOP paradigm is to be learnt, it should not be avoided in the early

stages of the learning activities to avoid difficulties due to paradigmatic changes. For

that reason, our model does not restrict programming to step-by-step at early stages of

development and embraces the OOP paradigm from its early stages. Moreover, we

should consider the potential of non-programmers to understand OOP concepts with-

out knowing how to operationalize it through a programming language. For instance,

we may partially understand the concept of heritage through the concept of family

without knowing the heritage concepts in computer science. Our model of a CT com-

petency recognizes the possibility for certain components to develop at different

rhythms, or for an individual with no prior programming experience to master some

components (i.e. abstraction). For that reason, we did not integrate age-associated

expectations. These should be built upon the context and should be task-specific.

While CSTA considers concept mapping as a level 1 skill (K-3), our model would con-

sider that this skill may be evaluated with different degrees of complexity according to

the context and prior pupil’s experience. Our view is that computational thinking en-

compasses many particular skills related to abstraction.

Our model pays attention to the integration of CT into existing curricula. We

recognize the identification of CT related skills in the CSTA’s model, and we agree to

its relevance in computer science courses. However, our CT model is intended for use

in any subject. Thus, it carefully tries not to give over relative importance to subjects

such as mathematics and science. In that, we are working to define computational

thinking as a transferable skill that does not only belong to the field of computer

science. We also made it to be reusable in different tasks and to measure abilities as well

as interactions between them (i.e. “algorithm creation based on the data modelling”).

Our model of computational thinking is intended for both elementary and high

school pupils. In that it differs from CSTA, which expects nothing in term of computa-

tional thinking for children under grade 4. Though CSTA expects K-3 pupils to “use

technology resources […] to solve age-appropriate problems”, some statements suggest

that they should be passive in problem-solving (i.e.: “Describe how a simulation can be

used to solve a problem” instead of creating a simulation, “gather information” instead

of produce information, and “recognize that software is created to control computer

operations” instead of actually controlling something like a robot).
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Methodology for assessing CT in creative programming activities
In order to assess the CT from the theoretical framework and its operationalization as

components described in the prior section, we have developed an assessment protocol

and a tool (#5c21) to evaluate CT in creative programming activities. Before the

assessment, the teacher defines the specific observables to be evaluated through the use

of the tool. Once the observables are identified, four levels of achievement for each ob-

servable are described in the tool. The #5c21 tool allows a pre-test, post-test or just-in

time teacher-based assessment or learner self-assessment which aims at collecting the

level of achievement in each observable for the activity. At the end of a certain period

of time (e.g., session and academic year) the teacher can generate reports showing the

evolution in learners’ CT assessment.

A distinctive characteristic of the #5c21 approach to assess CT is the consideration

of ill-defined problem-situations. The creative potential of these activities engages the

participants in the analysis, modelling and creation of artifacts, which may provide the

teacher with evidence of an original, valuable, relevant, and parsimonious solution to a

given problem-situation.

Participants

A total of 120 undergraduate students at Université Laval in Canada (N = 120) were en-

gaged in a story2code creative challenge. All of them were undergraduate students of a

bachelor’s degree in elementary school education. They were in the third year of a four-

year program and had no former educational technology courses. At the second week

of the semester, they were asked to perform a programming task using Scratch. Scratch

is a block-based programming language intended for children from 7 years of age. Par-

ticipants were only presented two features of the language: creation of a new sprite (ob-

ject) and the possibility to drag and drop blocks in each sprite’s program. They were

also advised about the use of the green flag to start the program.

Procedure

The ill-defined problem proposed to the students is rooted in the narrative frame of a

children’ book introducing basic concepts of programming and robotics, Vibot the robot

(Romero & Loufane, 2016). The story introduces a robot, which has to be programmed for

play. The Scratch Cat is the mascot of the visual programming tool Scratch and the default

sprite appearing in each new project. Vibot is a fictional robot character, which waits for in-

structions to act in its environment. Based on these two characters, the story2code are short

text-based stories, which engage learners in analyzing, modeling, and creating a Scratch pro-

ject representing the story. In our study, participants were given a story2code and were asked

to represent it in Scratch. The situation invited participants to create a Scratch project featur-

ing a dialog between two characters: Scratch and Vibot. The students were given a text-based

script for creating the dialog including 9 quotations in which Scratch and Vibot the robot

introduce themselves. After the dialog between the two characters, Scratch asks Vibot to draw

a blue line. The scenario of this story2code could be solved with a certain degree of diversity

in the Scratch visual programming software. Participants were asked to remix a Scratch pro-

ject containing the two characters’ sprites. Remixing is a feature of Scratch that allows users to

duplicate existing projects and edit them. Participants were required to share their projects in
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order to develop a double assessment: the code-analyzer Dr. Scratch and the #5c21 assess-

ment by an external evaluator.

Assessment of computational thinking
Computational thinking was assessed from a Scratch project developed by each under-

graduate student using two different tools: Dr. Scratch and the #5c21 CT competency

model. Firstly, all the Scratch projects were passed through the Dr. Scratch analytical

tool. Then, they were evaluated by an evaluator following the #5c21 CT competency

model. Dr. Scratch is an automated tool and has been selected in order to highlight the

need of a competency-based approach in the assessment of CT.

Results
All participants had to submit a Scratch program by providing its URL. They were re-

quired to share it in order to make it accessible to an evaluator. In this section we high-

light the results obtained from the Dr. Scratch analytical tool and those obtained using

the #5c21 CT competency model.

CT assessment using Dr. scratch

Dr. Scratch results are computed from seven criteria: abstraction, parallelism, logic,

synchronization, flow control, user interactivity, and data representation. Each of them may

be given a maximum of three points, for a possible total score of 21. Thirteen projects have

not been passed through Dr. Scratch due to technical problems (i.e. URL not provided), so

we have Dr. Scratch’s results for 107 projects (n = 107, M = 0.27%; ET = 0.06%) Fig. 4.

Ninety-one participants out of 107 got a total score of 6 at Dr. Scratch. The highest

score was 10 and was reached by two participants. Instead of organizing the dialogs

using timers (wait instruction), those two participants used broadcasting. Broadcasting

is a feature of Scratch that allows the user to trigger events and program the events’

handler (or listener) or each of the sprites (objects). Event handlers or listeners are

callback subroutines which are able to react to certain inputs. Using the broadcasting

feature caused Dr. Scratch to attribute additional points of parallelism and

synchronization. One of these two highest-score projects received points for the use of

a single event’s handler or listener “when backdrop switches to …” in both parallelism

and synchronization. Typical projects (those who scored 6) all worked about the same

way: there was only one event’s handler for each sprite (when green flag is clicked), and

dialogs were synchronized using timers (wait instruction).

Assessment using #5c21 CT model

Results from the #5c21 computational thinking model are determined through some

observables derived from the model, its components, and their subcomponents. These

Fig. 4 Automatic CT analysis by Dr. Scratch (0.251 ± 0.0184)
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subcomponents were selected because of their relevance to the situation and the possi-

bility to observe them in programs handed. Each of these subcomponents is converted

into an observable that is task-specific. For instance, “Identification of entities” is a

subcomponent of “Analysis/abstraction” (COMP1). It has been converted to an observ-

able item specific to the task demanded: “Dialogs are well-integrated and the blue line

is traced”. When applicable, these observables were rated twice: one time for the level

of execution and a second time for the level of creativity. These four subcomponents

were converted into observables: “Identification of entities” (plus creativity assessment),

“Identification of events” (no creativity assessment), “Identifying the function (or code

block) for a certain objective” (with creativity assessment), and “Analysis of errors

leading to improvement of the computer program” (no creativity assessment). All of

them were rated on a 4-point scale. When applicable, creativity was also assessed on a

4-point scale. That makes a possible total score of 24 points (4 points for each of the 4

observables, plus 8 points of creativity). Thirty-three participants have no score using

the #5c21 CT competency model due to technical problems (i.e. the Scratch project

was not shared), so we have results for 87 participants. The two highest-score projects

using the #5c21 CT competency model are not the same as the two from Dr. Scratch’s

results. Their Dr. Scratch’s scores are 8 and 6, and their CT competency score are

respectively 22 and 23 (n = 87, M = 0.64%, ET = 0.3%) Fig. 5.

Only 11 projects where given a score higher than 1 (in a 4-point scale) in creativity

for “Identification of entities”. The two aforementioned projects scored 3 points

out of 4 and 2 points out of 4 in creativity for that subcomponent. In the first

project, creativity was assessed from the untaught use of sounds (instruction “play

sound”) and the relevance of sounds chosen (i.e. the cat says “meow” and the

robot makes “laser sounds”). Using irrelevant sounds would not have been consid-

ered an evidence of creativity because of the principle of parsimony, which aims to

value the use of the fewer resources possible when solving a given situation

through a creative solution. Creativity in the second project was assessed through

the use of a loop to make the cat walk (using a change in costumes and delays).

That was considered a higher level of modelling by the expert evaluators, since the

walking is more realistic than a translation. Because participants had no prior ex-

perience with Scratch, using untaught blocks, such as broadcasting, was considered

by the evaluator as an evidence of creativity.

Dr. scratch and #5C21 CT assessment differences

The analysis of CT based on the automatic Dr. Scratch analysis and the human expert

#5c21 CT model lead to important differences. While the automatic analysis of the

Scratch projects leads to similar scores in terms of algorithmic complexity (with a low

standard deviation, ET = 0.0184), the expert analysis shows a high diversity in the cre-

ative programming performance (ET = 0.0551) Fig. 6.

Fig. 5 #5c21 CT expert analysis (0.469 ± 0.0551)
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Discussion on creative diversity assessment
Even considering the simplicity of the task demanded when solving the story2code, each

Scratch project submitted by the students was different. Each of the 120 projects created by

the undergraduate students was original. Despite the simplicity of the task demanded (to

create a Scratch project featuring a dialog between two characters), none of the projects

was identical to another. For instance, the project differences might come from the choice

of blocks, the order in which they are placed, the duration of timers, the type of events’ han-

dlers and their operationalization, or the use of optional features such as backdrops

switches. However, results from an automated analytical tool like Dr. Scratch do not reflect

that wide creative diversity. The model we proposed is based on both computer science and

problem-solving as defined by PISA 2015. It is an attempt to define criteria that may be suit-

able to evaluate ill-defined tasks involving CT. Results from Dr. Scratch and from the #5c21

CT competency model are not to be compared on any basis as they do not evaluate the

same components. Dr. Scratch evaluates the algorithmic complexity of a Scratch project

based on a unique model of CT assessment which is generic and does not consider the pro-

gram in relation to the situation problem. In that, it is not intended for use when the aim is

to evaluate CT as a creative problem-solving competency. However, the use of Dr. Scratch

is a useful tool for allowing the learners to reflect on the algorithmic implementation and

could provide useful tips for improving the quality of the program. Dr. Scratch is able to

identify missing names of instances, repetitions, and some coding practices that could be

improved. Also, the automatic analysis allows a generalized use without requiring a human

activity of evaluation. The #5C21 CT model is based on humans with a certain knowledge

of CT to carry on an assessment which is focused not only on the algorithmic properties of

the program, but considers also the creative process by which the learner has developed a

valuable, original and parsimonious solution to a specific situation.

Contribution of the #5c21 model for creative programming

The #5c21 CT model is not language-specific and could serve to evaluate different types of

creative programming activities that can be developed in different computer languages but

also within unplugged activities. Compared to other CT conceptualizations, we explicitly in-

tegrate a hardware component (COMP 4), which could be part of the creative solution in a

creative programming task. The results on the evaluation of the story2code task suggest the

pertinence of combining automatic code analysis tools and human expertise assessment on

the creative aspects of programming. By developing this study, we intended to advance the

CT competency conceptualization and assessment; from a creative programming perspec-

tive, we should critically consider the possibility to assess human creativity using automated

tools such Dr. Scratch.

Fig. 6 Difference of means (d = −0.218, SE = 0.0294, p < 0.001)
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Creative programming activities through the lens of the zone of proximal development

The wide diversity of projects collected brings us to think about the possible application

of the Vygotskian concept of Zone of Proximal Development (Vygotsky, 1978). To place

an individual in a situation of competency, the situation proposed to the learner must

offer an appropriate degree of newness, a certain ambiguity or ill-definition and the cre-

ativity potential to engage the learner in a creative process where there is not only a single

process or solution to accomplish, but a creative scope of processes and solutions. In this

sense, creative programming activities should engage learners in problem situations where

the process and the solution are not known in advance and could be very diverse in order

to allow the learners to develop their own creative process and solution. We should, at

the same time, recognize the need to design programming activities with an adequate po-

tential for their creative activity. In that way, the ill-defined problem-situation could be

analyzed while allowing learners to create and implement a solution When activities are

too externally guided or structured, there is no room for creativity, while too much ambi-

guity in the ill-defined situation could lead to uncertainty and confusion. Meanwhile,

there is the Zone of Proximal Creativity (ZPC). The ZPC describes an appropriate level of

creative potential to be developed by the learner when engaged in an activity that allows

an appropriate potential of creativity during the development of a creative solution, which

is original, valuable, useful, and parsimonious for a given situation and context. From the

observations of this study, we highlight the value not only of developing the CT compe-

tency by considering creative-enough programming activities within the ZPC, but also of

encouraging ambiguity tolerance among learners in order to embrace ill-defined situa-

tions as an opportunity to express their creativity.

Limits of the study and future research directions

While the results and insights of this study contributes in offering a better understanding

on creative and context-related implementation of programming in education, we also

want to point out that this study was focused on a story2code task based on a dialogue

between two characters followed by an instruction to draw a line. This story2code task

offers different degrees of creative potential to be solved while being simple to achieve.

The simplicity of this task could have had an influence on the creative expression of the

students and we should develop further studies in which more complex tasks are analysed

in relation to the creative expression in order to identify the influence of the degree of

complexity of the task on creative programming. The present study is also limited to a

very specific task involving undergraduate students with no prior experience in program-

ming. Future research should therefore analyze CT skills in more complex and open activ-

ities in order to deepen our understanding on how CT skills are deployed in an ill-defined

creative programming task. We advocate the need for research with a wider range of

learners in order to better understand how CT components may show or develop across a

lifespan and through different creative programming activities including not only Scratch

but also other technological supports from mobile based programming to educational ro-

botics devices aiming to engage the learner in creative programming.
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